|  |  |
| --- | --- |
| Operators | Meaning |
| () | Parentheses |
| \*\* | Exponent |
| +x, -x, ~x | Unary plus, Unary minus, Bitwise NOT |
| \*, /, //, % | Multiplication, Division, Floor division, Modulus |
| +, - | Addition, Subtraction |
| <<, >> | Bitwise shift operators |
| & | Bitwise AND |
| ^ | Bitwise XOR |
| | | Bitwise OR |
| ==, !=, >, >=, <, <=, is, is not, in, not in | Comparisons, Identity, Membership operators |
| not | Logical NOT |
| and | Logical AND |
| or | Logical OR |

X=+5+4\*5 (PEMDA)

10- 0000(0X2power3+0X2power2+0X2power1+0X2power0)

1010(1X2power3+ 0X2power2+1X2power1+0X2power0)0100

**PYTHON LIST**

# Python List

A list in Python is used to store the sequence of various types of data. Python lists are mutable type its mean we can modify its element after it created. However, Python consists of six data-types that are capable to store the sequences, but the most common and reliable type is the list.

A list can be defined as a collection of values or items of different types. The items in the list are separated with the comma (,) and enclosed with the square brackets [].

A list can be define as below

1. L1 = ["John", 102, "USA"]
2. L2 = [1, 2, 3, 4, 5, 6]

IIf we try to print the type of L1, L2, and L3 using type() function then it will come out to be a list.
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1. **print**(type(L1))
2. **print**(type(L2))

**Output:**

<class 'list'><class 'list'>

### Characteristics of Lists

The list has the following characteristics:

* The lists are ordered.
* The element of the list can access by index.
* The lists are the mutable type.
* The lists are mutable types.
* A list can store the number of various elements.

Let's check the first statement that lists are the ordered.

1. a = [1,2,"Peter",4.50,"Ricky",5,6]
2. b = [1,2,5,"Peter",4.50,"Ricky",6]
3. a ==b

**Output:**

False

Both lists have consisted of the same elements, but the second list changed the index position of the 5th element that violates the order of lists. When compare both lists it returns the false.

Lists maintain the order of the element for the lifetime. That's why it is the ordered collection of objects.

1. a = [1, 2,"Peter", 4.50,"Ricky",5, 6]
2. b = [1, 2,"Peter", 4.50,"Ricky",5, 6]
3. a == b

**Output:**

True

Let's have a look at the list example in detail.

1. emp = ["John", 102, "USA"]
2. Dep1 = ["CS",10]
3. Dep2 = ["IT",11]
4. HOD\_CS = [10,"Mr. Holding"]
5. HOD\_IT = [11, "Mr. Bewon"]
6. **print**("printing employee data...")
7. **print**("Name : %s, ID: %d, Country: %s"%(emp[0],emp[1],emp[2]))
8. **print**("printing departments...")
9. **print**("Department 1:\nName: %s, ID: %d\nDepartment 2:\nName: %s, ID: %s"%(Dep1[0],Dep2[1],Dep2[0],Dep2[1]))
10. **print**("HOD Details ....")
11. **print**("CS HOD Name: %s, Id: %d"%(HOD\_CS[1],HOD\_CS[0]))
12. **print**("IT HOD Name: %s, Id: %d"%(HOD\_IT[1],HOD\_IT[0]))
13. **print**(type(emp),type(Dep1),type(Dep2),type(HOD\_CS),type(HOD\_IT))

**Output:**

printing employee data...Name : John, ID: 102, Country: USAprinting departments...Department 1:Name: CS, ID: 11Department 2:Name: IT, ID: 11HOD Details ....CS HOD Name: Mr. Holding, Id: 10IT HOD Name: Mr. Bewon, Id: 11<class 'list'> <class 'list'> <class 'list'> <class 'list'> <class 'list'>

In the above example, we have created the lists which consist of the employee and department details and printed the corresponding details. Observe the above code to understand the concept of the list better.

## List indexing and splitting

The indexing is processed in the same way as it happens with the strings. The elements of the list can be accessed by using the slice operator [].

The index starts from 0 and goes to length - 1. The first element of the list is stored at the 0th index, the second element of the list is stored at the 1st index, and so on.
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We can get the sub-list of the list using the following syntax.

1. list\_varible(start:stop:step)

* The **start** denotes the starting index position of the list.
* The **stop** denotes the last index position of the list.
* The **step** is used to skip the nth element within a **start:stop**

Consider the following example:

1. list = [1,2,3,4,5,6,7]
2. **print**(list[0])
3. **print**(list[1])
4. **print**(list[2])
5. **print**(list[3])
6. # Slicing the elements
7. **print**(list[0:6])
8. # By default the index value is 0 so its starts from the 0th element and go for index -1.
9. **print**(list[:])
10. **print**(list[2:5])
11. **print**(list[1:6:2])

**Output:**

1234[1, 2, 3, 4, 5, 6][1, 2, 3, 4, 5, 6, 7][3, 4, 5][2, 4, 6]

Unlike other languages, Python provides the flexibility to use the negative indexing also. The negative indices are counted from the right. The last element (rightmost) of the list has the index -1; its adjacent left element is present at the index -2 and so on until the left-most elements are encountered.
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Let's have a look at the following example where we will use negative indexing to access the elements of the list.

1. list = [1,2,3,4,5]
2. **print**(list[-1])
3. **print**(list[-3:])
4. **print**(list[:-1])
5. **print**(list[-3:-1])

**Output:**

5[3, 4, 5][1, 2, 3, 4][3, 4]

As we discussed above, we can get an element by using negative indexing. In the above code, the first print statement returned the rightmost element of the list. The second print statement returned the sub-list, and so on.

## Updating List values

Lists are the most versatile data structures in Python since they are mutable, and their values can be updated by using the slice and assignment operator.

Python also provides append() and insert() methods, which can be used to add values to the list.

Consider the following example to update the values inside the list.

1. list = [1, 2, 3, 4, 5, 6]
2. **print**(list)
3. # It will assign value to the value to the second index
4. list[2] = 10
5. **print**(list)
6. # Adding multiple-element
7. list[1:3] = [89, 78]
8. **print**(list)
9. # It will add value at the end of the list
10. list[-1] = 25
11. **print**(list)

**Output:**

[1, 2, 3, 4, 5, 6][1, 2, 10, 4, 5, 6][1, 89, 78, 4, 5, 6][1, 89, 78, 4, 5, 25]

The list elements can also be deleted by using the **del** keyword. Python also provides us the **remove()** method if we do not know which element is to be deleted from the list.

Consider the following example to delete the list elements.

1. list = [1, 2, 3, 4, 5, 6]
2. **print**(list)
3. # It will assign value to the value to second index
4. list[2] = 10
5. **print**(list)
6. # Adding multiple element
7. list[1:3] = [89, 78]
8. **print**(list)
9. # It will add value at the end of the list
10. list[-1] = 25
11. **print**(list)

**Output:**

[1, 2, 3, 4, 5, 6][1, 2, 10, 4, 5, 6][1, 89, 78, 4, 5, 6][1, 89, 78, 4, 5, 25]

## Python List Operations

The concatenation (+) and repetition (\*) operators work in the same way as they were working with the strings.

Let's see how the list responds to various operators.

1. Consider a Lists l1 = [1, 2, 3, 4], **and** l2 = [5, 6, 7, 8] to perform operation.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| Repetition | The repetition operator enables the list elements to be repeated multiple times. | L1\*2 = [1, 2, 3, 4, 1, 2, 3, 4] |
| Concatenation | It concatenates the list mentioned on either side of the operator. | l1+l2 = [1, 2, 3, 4, 5, 6, 7, 8] |
| Membership | It returns true if a particular item exists in a particular list otherwise false. | print(2 in l1) prints True. |
| Iteration | The for loop is used to iterate over the list elements. | for i in l1: print(i)**Output**1234 |
| Length | It is used to get the length of the list | len(l1) = 4 |

## Iterating a List

A list can be iterated by using a for - in loop. A simple list containing four strings, which can be iterated as follows.

1. list = ["John", "David", "James", "Jonathan"]
2. **for** i **in** list:
3. # The i variable will iterate over the elements of the List and contains each element in each iteration.
4. **print**(i)

**Output:**

JohnDavidJamesJonathan

## Adding elements to the list

Python provides append() function which is used to add an element to the list. However, the append() function can only add value to the end of the list.

Consider the following example in which, we are taking the elements of the list from the user and printing the list on the console.

1. #Declaring the empty list
2. l =[]
3. #Number of elements will be entered by the user
4. n = int(input("Enter the number of elements in the list:"))
5. # for loop to take the input
6. **for** i **in** range(0,n):
7. # The input is taken from the user and added to the list as the item
8. l.append(input("Enter the item:"))
9. **print**("printing the list items..")
10. # traversal loop to print the list items
11. **for** i **in** l:
12. **print**(i, end = " ")

**Output:**

Enter the number of elements in the list:5Enter the item:25Enter the item:46Enter the item:12Enter the item:75Enter the item:42printing the list items25 46 12 75 42

## Removing elements from the list

Python provides the **remove()** function which is used to remove the element from the list. Consider the following example to understand this concept.

**Example -**

1. list = [0,1,2,3,4]
2. **print**("printing original list: ");
3. **for** i **in** list:
4. **print**(i,end=" ")
5. list.remove(2)
6. **print**("\nprinting the list after the removal of first element...")
7. **for** i **in** list:
8. **print**(i,end=" ")

**Output:**

printing original list: 0 1 2 3 4 printing the list after the removal of first element...0 1 3 4

## Python List Built-in functions

Python provides the following built-in functions, which can be used with the lists.

|  |  |  |  |
| --- | --- | --- | --- |
| **SN** | **Function** | **Description** | **Example** |
| 1 | cmp(list1, list2) | It compares the elements of both the lists. | This method is not used in the Python 3 and the above versions. |
| 2 | len(list) | It is used to calculate the length of the list. | L1 = [1,2,3,4,5,6,7,8]print(len(L1)) 8 |
| 3 | max(list) | It returns the maximum element of the list. | L1 = [12,34,26,48,72]print(max(L1))72 |
| 4 | min(list) | It returns the minimum element of the list. | L1 = [12,34,26,48,72]print(min(L1))12 |
| 5 | list(seq) | It converts any sequence to the list. | str = "Johnson"s = list(str)print(type(s))<class list> |

Let's have a look at the few list examples.

**Example: 1-** Write the program to remove the duplicate element of the list.

1. list1 = [1,2,2,3,55,98,65,65,13,29]
2. # Declare an empty list that will store unique values
3. list2 = []
4. **for** i **in** list1:
5. **if** i **not** **in** list2:
6. list2.append(i)
7. **print**(list2)

**Output:**

[1, 2, 3, 55, 98, 65, 13, 29]

**Example:2-** Write a program to find the sum of the element in the list.

1. list1 = [3,4,5,9,10,12,24]
2. sum = 0
3. **for** i **in** list1:
4. sum = sum+i
5. **print**("The sum is:",sum)

**Output:**

The sum is: 67

**Example: 3-** Write the program to find the lists consist of at least one common element.

1. list1 = [1,2,3,4,5,6]
2. list2 = [7,8,9,2,10]
3. **for** x **in** list1:
4. **for** y **in** list2:
5. **if** x == y:
6. **print**("The common element is:",x)

**Output:**

The common element is: 2

# **Python Set**

1. A Python set is the collection of the unordered items.
2. Each element in the set must be **unique**, **immutable**, and the sets remove the **duplicate** elements.
3. Sets are mutable which means we can modify it after its creation.

Unlike other collections in Python, there is **no index** attached to the elements of the set, i.e., we cannot directly access any element of the set by the index. However, we can print them all together, or we can get the list of elements by looping through the set.

## Creating a set

The set can be created by enclosing the comma-separated immutable items with the curly braces {}. Python also provides the set() method, which can be used to create the set by the passed sequence.

### Example 1: Using curly braces

1. Days = {"Monday", "Tuesday", "Wednesday", "Thursday", "Friday", "Saturday", "Sunday"}
2. **print**(Days)
3. **print**(type(Days))
4. **print**("looping through the set elements ... ")
5. **for** i **in** Days:
6. **print**(i)

**Output:**

861.1K
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{'Friday', 'Tuesday', 'Monday', 'Saturday', 'Thursday', 'Sunday', 'Wednesday'}<class 'set'>looping through the set elements ... FridayTuesdayMondaySaturdayThursdaySundayWednesday

### Example 2: Using set() method

1. Days = set(["Monday", "Tuesday", "Wednesday", "Thursday", "Friday", "Saturday", "Sunday"])
2. **print**(Days)
3. **print**(type(Days))
4. **print**("looping through the set elements ... ")
5. **for** i **in** Days:
6. **print**(i)

**Output:**

{'Friday', 'Wednesday', 'Thursday', 'Saturday', 'Monday', 'Tuesday', 'Sunday'}<class 'set'>looping through the set elements ... FridayWednesdayThursdaySaturdayMondayTuesdaySunday

It can contain any type of element such as integer, float, tuple etc. But mutable elements (list, dictionary, set) can't be a member of set. Consider the following example.

1. # Creating a set which have immutable elements
2. set1 = {1,2,3, "JavaTpoint", 20.5, 14}
3. **print**(type(set1))
4. #Creating a set which have mutable element
5. set2 = {1,2,3,["Javatpoint",4]}
6. **print**(type(set2))

**Output:**

<class 'set'>Traceback (most recent call last)<ipython-input-5-9605bb6fbc68> in <module> 4 5 #Creating a set which holds mutable elements----> 6 set2 = {1,2,3,["Javatpoint",4]} 7 print(type(set2))TypeError: unhashable type: 'list'

In the above code, we have created two sets, the set **set1** have immutable elements and set2 have one mutable element as a list. While checking the type of set2, it raised an error, which means set can contain only immutable elements.

Creating an empty set is a bit different because empty curly {} braces are also used to create a dictionary as well. So Python provides the set() method used without an argument to create an empty set.

1. # Empty curly braces will create dictionary
2. set3 = {}
3. **print**(type(set3))
5. # Empty set using set() function
6. set4 = set()
7. **print**(type(set4))

**Output:**

<class 'dict'><class 'set'>

Let's see what happened if we provide the duplicate element to the set.

1. set5 = {1,2,4,4,5,8,9,9,10}
2. **print**("Return set with unique elements:",set5)

**Output:**

Return set with unique elements: {1, 2, 4, 5, 8, 9, 10}

In the above code, we can see that **set5** consisted of multiple duplicate elements when we printed it remove the duplicity from the set.

## Adding items to the set

Python provides the **add()** method and **update()** method which can be used to add some particular item to the set. The add() method is used to add a single element whereas the update() method is used to add multiple elements to the set. Consider the following example.

### Example: 1 - Using add() method

1. Months = set(["January","February", "March", "April", "May", "June"])
2. **print**("\nprinting the original set ... ")
3. **print**(months)
4. **print**("\nAdding other months to the set...");
5. Months.add("July");
6. Months.add ("August");
7. **print**("\nPrinting the modified set...");
8. **print**(Months)
9. **print**("\nlooping through the set elements ... ")
10. **for** i **in** Months:
11. **print**(i)

**Output:**

printing the original set ... {'February', 'May', 'April', 'March', 'June', 'January'}Adding other months to the set...Printing the modified set...{'February', 'July', 'May', 'April', 'March', 'August', 'June', 'January'}looping through the set elements ... FebruaryJulyMayAprilMarchAugustJuneJanuary

To add more than one item in the set, Python provides the **update()** method. It accepts iterable as an argument.

Consider the following example.

### Example - 2 Using update() function

1. Months = set(["January","February", "March", "April", "May", "June"])
2. **print**("\nprinting the original set ... ")
3. **print**(Months)
4. **print**("\nupdating the original set ... ")
5. Months.update(["July","August","September","October"]);
6. **print**("\nprinting the modified set ... ")
7. **print**(Months);

**Output:**

printing the original set ... {'January', 'February', 'April', 'May', 'June', 'March'}updating the original set ... printing the modified set ... {'January', 'February', 'April', 'August', 'October', 'May', 'June', 'July', 'September', 'March'}

## Removing items from the set

Python provides the **discard()** method and **remove()** method which can be used to remove the items from the set. The difference between these function, using discard() function if the item does not exist in the set then the set remain unchanged whereas remove() method will through an error.

Consider the following example.

### Example-1 Using discard() method

1. months = set(["January","February", "March", "April", "May", "June"])
2. **print**("\nprinting the original set ... ")
3. **print**(months)
4. **print**("\nRemoving some months from the set...");
5. months.discard("January");
6. months.discard("May");
7. **print**("\nPrinting the modified set...");
8. **print**(months)
9. **print**("\nlooping through the set elements ... ")
10. **for** i **in** months:
11. **print**(i)

**Output:**

printing the original set ... {'February', 'January', 'March', 'April', 'June', 'May'}Removing some months from the set...Printing the modified set...{'February', 'March', 'April', 'June'}looping through the set elements ... FebruaryMarchAprilJune

Python provides also the **remove()** method to remove the item from the set. Consider the following example to remove the items using **remove()** method.

### Example-2 Using remove() function

1. months = set(["January","February", "March", "April", "May", "June"])
2. **print**("\nprinting the original set ... ")
3. **print**(months)
4. **print**("\nRemoving some months from the set...");
5. months.remove("January");
6. months.remove("May");
7. **print**("\nPrinting the modified set...");
8. **print**(months)

**Output:**

printing the original set ... {'February', 'June', 'April', 'May', 'January', 'March'}Removing some months from the set...Printing the modified set...{'February', 'June', 'April', 'March'}

We can also use the pop() method to remove the item. Generally, the pop() method will always remove the last item but the set is unordered, we can't determine which element will be popped from set.

Consider the following example to remove the item from the set using pop() method.

1. Months = set(["January","February", "March", "April", "May", "June"])
2. **print**("\nprinting the original set ... ")
3. **print**(Months)
4. **print**("\nRemoving some months from the set...");
5. Months.pop();
6. Months.pop();
7. **print**("\nPrinting the modified set...");
8. **print**(Months)

**Output:**

printing the original set ... {'June', 'January', 'May', 'April', 'February', 'March'}Removing some months from the set...Printing the modified set...{'May', 'April', 'February', 'March'}

In the above code, the last element of the **Month** set is **March** but the pop() method removed the **June and January** because the set is unordered and the pop() method could not determine the last element of the set.

Python provides the clear() method to remove all the items from the set.

Consider the following example.

1. Months = set(["January","February", "March", "April", "May", "June"])
2. **print**("\nprinting the original set ... ")
3. **print**(Months)
4. **print**("\nRemoving all the items from the set...");
5. Months.clear()
6. **print**("\nPrinting the modified set...")
7. **print**(Months)

**Output:**

printing the original set ... {'January', 'May', 'June', 'April', 'March', 'February'}Removing all the items from the set...Printing the modified set...set()

## Difference between discard() and remove()

Despite the fact that **discard()** and **remove()** method both perform the same task, There is one main difference between discard() and remove().

If the key to be deleted from the set using discard() doesn't exist in the set, the Python will not give the error. The program maintains its control flow.

On the other hand, if the item to be deleted from the set using remove() doesn't exist in the set, the Python will raise an error.

Consider the following example.

### Example-

1. Months = set(["January","February", "March", "April", "May", "June"])
2. **print**("\nprinting the original set ... ")
3. **print**(Months)
4. **print**("\nRemoving items through discard() method...");
5. Months.discard("Feb"); #will not give an error although the key feb is not available in the set
6. **print**("\nprinting the modified set...")
7. **print**(Months)
8. **print**("\nRemoving items through remove() method...");
9. Months.remove("Jan") #will give an error as the key jan is not available in the set.
10. **print**("\nPrinting the modified set...")
11. **print**(Months)

**Output:**

printing the original set ... {'March', 'January', 'April', 'June', 'February', 'May'}Removing items through discard() method...printing the modified set...{'March', 'January', 'April', 'June', 'February', 'May'}Removing items through remove() method...Traceback (most recent call last): File "set.py", line 9, in Months.remove("Jan")KeyError: 'Jan'

## Python Set Operations

Set can be performed mathematical operation such as union, intersection, difference, and symmetric difference. Python provides the facility to carry out these operations with operators or methods. We describe these operations as follows.

### Union of two Sets

The union of two sets is calculated by using the pipe (|) operator. The union of the two sets contains all the items that are present in both the sets.

![Python Set](data:image/png;base64,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)

Consider the following example to calculate the union of two sets.

**Example 1: using union | operator**

1. Days1 = {"Monday","Tuesday","Wednesday","Thursday", "Sunday"}
2. Days2 = {"Friday","Saturday","Sunday"}
3. **print**(Days1|Days2) #printing the union of the sets

**Output:**

{'Friday', 'Sunday', 'Saturday', 'Tuesday', 'Wednesday', 'Monday', 'Thursday'}

Python also provides the **union()** method which can also be used to calculate the union of two sets. Consider the following example.

**Example 2: using union() method**

1. Days1 = {"Monday","Tuesday","Wednesday","Thursday"}
2. Days2 = {"Friday","Saturday","Sunday"}
3. **print**(Days1.union(Days2)) #printing the union of the sets

**Output:**

{'Friday', 'Monday', 'Tuesday', 'Thursday', 'Wednesday', 'Sunday', 'Saturday'}

### Intersection of two sets

The intersection of two sets can be performed by the **and &** operator or the **intersection() function**. The intersection of the two sets is given as the set of the elements that common in both sets.
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Consider the following example.

**Example 1: Using & operator**

1. Days1 = {"Monday","Tuesday", "Wednesday", "Thursday"}
2. Days2 = {"Monday","Tuesday","Sunday", "Friday"}
3. **print**(Days1&Days2) #prints the intersection of the two sets

**Output:**

{'Monday', 'Tuesday'}

**Example 2: Using intersection() method**

1. set1 = {"Devansh","John", "David", "Martin"}
2. set2 = {"Steve", "Milan", "David", "Martin"}
3. **print**(set1.intersection(set2)) #prints the intersection of the two sets

**Output:**

{'Martin', 'David'}

**Example 3:**

1. set1 = {1,2,3,4,5,6,7}
2. set2 = {1,2,20,32,5,9}
3. set3 = set1.intersection(set2)
4. **print**(set3)

**Output:**

{1,2,5}

## The intersection\_update() method

The **intersection\_update()** method removes the items from the original set that are not present in both the sets (all the sets if more than one are specified).

The **intersection\_update()** method is different from the intersection() method since it modifies the original set by removing the unwanted items, on the other hand, the intersection() method returns a new set.

Consider the following example.

1. a = {"Devansh", "bob", "castle"}
2. b = {"castle", "dude", "emyway"}
3. c = {"fuson", "gaurav", "castle"}
5. a.intersection\_update(b, c)
7. **print**(a)

**Output:**

{'castle'}

## Difference between the two sets

The difference of two sets can be calculated by using the subtraction (-) operator or **intersection()** method. Suppose there are two sets A and B, and the difference is A-B that denotes the resulting set will be obtained that element of A, which is not present in the set B.
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Consider the following example.

**Example 1 : Using subtraction ( - ) operator**

1. Days1 = {"Monday", "Tuesday", "Wednesday", "Thursday"}
2. Days2 = {"Monday", "Tuesday", "Sunday"}
3. **print**(Days1-Days2) #{"Wednesday", "Thursday" will be printed}

**Output:**

{'Thursday', 'Wednesday'}

**Example 2 : Using difference() method**

1. Days1 = {"Monday", "Tuesday", "Wednesday", "Thursday"}
2. Days2 = {"Monday", "Tuesday", "Sunday"}
3. **print**(Days1.difference(Days2)) # prints the difference of the two sets Days1 and Days2

**Output:**

{'Thursday', 'Wednesday'}

## Symmetric Difference of two sets

The symmetric difference of two sets is calculated by ^ operator or **symmetric\_difference()** method. Symmetric difference of sets, it removes that element which is present in both sets. Consider the following example:

![Python Set](data:image/png;base64,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)

**Example - 1: Using ^ operator**

1. a = {1,2,3,4,5,6}
2. b = {1,2,9,8,10}
3. c = a^b
4. **print**(c)

**Output:**

{3, 4, 5, 6, 8, 9, 10}

**Example - 2: Using symmetric\_difference() method**

1. a = {1,2,3,4,5,6}
2. b = {1,2,9,8,10}
3. c = a.symmetric\_difference(b)
4. **print**(c)

**Output:**

{3, 4, 5, 6, 8, 9, 10}

## Set comparisons

Python allows us to use the comparison operators i.e., <, >, <=, >= , == with the sets by using which we can check whether a set is a subset, superset, or equivalent to other set. The boolean true or false is returned depending upon the items present inside the sets.

Consider the following example.

1. Days1 = {"Monday", "Tuesday", "Wednesday", "Thursday"}
2. Days2 = {"Monday", "Tuesday"}
3. Days3 = {"Monday", "Tuesday", "Friday"}
5. #Days1 is the superset of Days2 hence it will print true.
6. **print** (Days1>Days2)
8. #prints false since Days1 is not the subset of Days2
9. **print** (Days1<Days2)
11. #prints false since Days2 and Days3 are not equivalent
12. **print** (Days2 == Days3)

**Output:**

TrueFalseFalse

## FrozenSets

The frozen sets are the immutable form of the normal sets, i.e., the items of the frozen set cannot be changed and therefore it can be used as a key in the dictionary.

The elements of the frozen set cannot be changed after the creation. We cannot change or append the content of the frozen sets by using the methods like add() or remove().

The frozenset() method is used to create the frozenset object. The iterable sequence is passed into this method which is converted into the frozen set as a return type of the method.

Consider the following example to create the frozen set.

1. Frozenset = frozenset([1,2,3,4,5])
2. **print**(type(Frozenset))
3. **print**("\nprinting the content of frozen set...")
4. **for** i **in** Frozenset:
5. **print**(i);
6. Frozenset.add(6) #gives an error since we cannot change the content of Frozenset after creation

**Output:**

<class 'frozenset'>printing the content of frozen set...12345Traceback (most recent call last): File "set.py", line 6, in <module> Frozenset.add(6) #gives an error since we can change the content of Frozenset after creation AttributeError: 'frozenset' object has no attribute 'add'

## Frozenset for the dictionary

If we pass the dictionary as the sequence inside the frozenset() method, it will take only the keys from the dictionary and returns a frozenset that contains the key of the dictionary as its elements.

Consider the following example.

1. Dictionary = {"Name":"John", "Country":"USA", "ID":101}
2. **print**(type(Dictionary))
3. Frozenset = frozenset(Dictionary); #Frozenset will contain the keys of the dictionary
4. **print**(type(Frozenset))
5. **for** i **in** Frozenset:
6. **print**(i)

**Output:**

<class 'dict'><class 'frozenset'>NameCountryID

### Set Programming Example

**Example - 1:** Write a program to remove the given number from the set.

1. my\_set = {1,2,3,4,5,6,12,24}
2. n = int(input("Enter the number you want to remove"))
3. my\_set.discard(n)
4. **print**("After Removing:",my\_set)

**Output:**

Enter the number you want to remove:12After Removing: {1, 2, 3, 4, 5, 6, 24}

**Example - 2:** Write a program to add multiple elements to the set.

1. set1 = set([1,2,4,"John","CS"])
2. set1.update(["Apple","Mango","Grapes"])
3. **print**(set1)

**Output:**

{1, 2, 4, 'Apple', 'John', 'CS', 'Mango', 'Grapes'}

**Example - 3:** Write a program to find the union between two set.

1. set1 = set(["Peter","Joseph", 65,59,96])
2. set2 = set(["Peter",1,2,"Joseph"])
3. set3 = set1.union(set2)
4. **print**(set3)

**Output:**

{96, 65, 2, 'Joseph', 1, 'Peter', 59}

**Example- 4:** Write a program to find the intersection between two sets.

1. set1 = {23,44,56,67,90,45,"Javatpoint"}
2. set2 = {13,23,56,76,"Sachin"}
3. set3 = set1.intersection(set2)
4. **print**(set3)

**Output:**

{56, 23}

**Example - 5:** Write the program to add element to the frozenset.

1. set1 = {23,44,56,67,90,45,"Javatpoint"}
2. set2 = {13,23,56,76,"Sachin"}
3. set3 = set1.intersection(set2)
4. **print**(set3)

**Output:**

TypeError: 'frozenset' object does not support item assignment

Above code raised an error because frozensets are immutable and can't be changed after creation.

**Example - 6:** Write the program to find the issuperset, issubset and superset.

1. set1 = set(["Peter","James","Camroon","Ricky","Donald"])
2. set2 = set(["Camroon","Washington","Peter"])
3. set3 = set(["Peter"])
5. issubset = set1 >= set2
6. **print**(issubset)
7. issuperset = set1 <= set2
8. **print**(issuperset)
9. issubset = set3 <= set2
10. **print**(issubset)
11. issuperset = set2 >= set3
12. **print**(issuperset)

**Output:**

FalseFalseTrueTrue

## Python Built-in set methods

Python contains the following methods to be used with the sets.

|  |  |  |
| --- | --- | --- |
| **SN** | **Method** | **Description** |
| 1 | [add(item)](https://www.javatpoint.com/python-set-add-method) | It adds an item to the set. It has no effect if the item is already present in the set. |
| 2 | clear() | It deletes all the items from the set. |
| 3 | copy() | It returns a shallow copy of the set. |
| 4 | difference\_update(....) | It modifies this set by removing all the items that are also present in the specified sets. |
| 5 | [discard(item)](https://www.javatpoint.com/python-set-discard-method) | It removes the specified item from the set. |
| 6 | intersection() | It returns a new set that contains only the common elements of both the sets. (all the sets if more than two are specified). |
| 7 | intersection\_update(....) | It removes the items from the original set that are not present in both the sets (all the sets if more than one are specified). |
| 8 | Isdisjoint(....) | Return True if two sets have a null intersection. |
| 9 | Issubset(....) | Report whether another set contains this set. |
| 10 | Issuperset(....) | Report whether this set contains another set. |
| 11 | [pop()](https://www.javatpoint.com/python-set-pop-method) | Remove and return an arbitrary set element that is the last element of the set. Raises KeyError if the set is empty. |
| 12 | [remove(item)](https://www.javatpoint.com/python-set-remove-method) | Remove an element from a set; it must be a member. If the element is not a member, raise a KeyError. |
| 13 | symmetric\_difference(....) | Remove an element from a set; it must be a member. If the element is not a member, raise a KeyError. |
| 14 | symmetric\_difference\_update(....) | Update a set with the symmetric difference of itself and another. |
| 15 | union(....) | Return the union of sets as a new set. (i.e. all elements that are in either set.) |
| 16 | update() | Update a set with the union of itself and others. |

# Python Tuple

Python Tuple is used to store the sequence of **immutable Python objects**. The tuple is similar to lists since the value of the items stored in the list can be changed, whereas the tuple is immutable, and the value of the items stored in the tuple cannot be changed.

## Creating a tuple

A tuple can be written as the collection of comma-separated (,) values enclosed with the small () brackets. The parentheses are optional but it is good practice to use. A tuple can be defined as follows.

1. T1 = (101, "Peter", 22)
2. T2 = ("Apple", "Banana", "Orange")
3. T3 = 10,20,30,40,50
5. print(type(T1))
6. print(type(T2))
7. print(type(T3))

**Output:**

<class 'tuple'><class 'tuple'><class 'tuple'>

#### Note: The tuple which is created without using parentheses is also known as tuple packing.

An empty tuple can be created as follows.

T4 = ()

Creating a tuple with single element is slightly different. We will need to put comma after the element to declare the tuple.

1. tup1 = ("JavaTpoint")
2. print(type(tup1))
3. #Creating a tuple with single element
4. tup2 = ("JavaTpoint",)
5. print(type(tup2))

**Output:**

<class 'str'><class 'tuple'>

A tuple is indexed in the same way as the lists. The items in the tuple can be accessed by using their specific index value.

Consider the following example of tuple:

### Example - 1

1. tuple1 = (10, 20, 30, 40, 50, 60)
2. print(tuple1)
3. count = 0
4. **for** i in tuple1:
5. print("tuple1[%d] = %d"%(count, i))
6. count = count+1

**Output:**

(10, 20, 30, 40, 50, 60)tuple1[0] = 10tuple1[1] = 20tuple1[2] = 30tuple1[3] = 40tuple1[4] = 50tuple1[5] = 60

### Example - 2

1. tuple1 = tuple(input("Enter the tuple elements ..."))
2. print(tuple1)
3. count = 0
4. **for** i in tuple1:
5. print("tuple1[%d] = %s"%(count, i))
6. count = count+1

**Output:**

Enter the tuple elements ...123456('1', '2', '3', '4', '5', '6')tuple1[0] = 1tuple1[1] = 2tuple1[2] = 3tuple1[3] = 4tuple1[4] = 5tuple1[5] = 6

A tuple is indexed in the same way as the lists. The items in the tuple can be accessed by using their specific index value.

We will see all these aspects of tuple in this section of the tutorial.

## Tuple indexing and slicing

The indexing and slicing in the tuple are similar to lists. The indexing in the tuple starts from 0 and goes to length(tuple) - 1.

The items in the tuple can be accessed by using the index [] operator. Python also allows us to use the colon operator to access multiple items in the tuple.

Consider the following image to understand the indexing and slicing in detail.
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Consider the following example:

1. tup = (1,2,3,4,5,6,7)
2. print(tup[0])
3. print(tup[1])
4. print(tup[2])
5. # It will give the IndexError
6. print(tup[8])

**Output:**

123tuple index out of range

In the above code, the tuple has 7 elements which denote 0 to 6. We tried to access an element outside of tuple that raised an **IndexError**.

1. tuple = (1,2,3,4,5,6,7)
2. #element 1 to end
3. print(tuple[1:])
4. #element 0 to 3 element
5. print(tuple[:4])
6. #element 1 to 4 element
7. print(tuple[1:5])
8. # element 0 to 6 and take step of 2
9. print(tuple[0:6:2])

**Output:**

(2, 3, 4, 5, 6, 7)(1, 2, 3, 4)(1, 2, 3, 4)(1, 3, 5)

## Negative Indexing

The tuple element can also access by using negative indexing. The index of -1 denotes the rightmost element and -2 to the second last item and so on.

The elements from left to right are traversed using the negative indexing. Consider the following example:

1. tuple1 = (1, 2, 3, 4, 5)
2. print(tuple1[-1])
3. print(tuple1[-4])
4. print(tuple1[-3:-1])
5. print(tuple1[:-1])
6. print(tuple1[-2:])

**Output:**

52(3, 4)(1, 2, 3, 4)(4, 5)

## Deleting Tuple

Unlike lists, the tuple items cannot be deleted by using the **del** keyword as tuples are immutable. To delete an entire tuple, we can use the **del** keyword with the tuple name.

Consider the following example.

1. tuple1 = (1, 2, 3, 4, 5, 6)
2. print(tuple1)
3. del tuple1[0]
4. print(tuple1)
5. del tuple1
6. print(tuple1)

**Output:**

(1, 2, 3, 4, 5, 6)Traceback (most recent call last): File "tuple.py", line 4, in <module> print(tuple1)NameError: name 'tuple1' is not defined

## Basic Tuple operations

The operators like concatenation (+), repetition (\*), Membership (in) works in the same way as they work with the list. Consider the following table for more detail.

Let's say Tuple t = (1, 2, 3, 4, 5) and Tuple t1 = (6, 7, 8, 9) are declared.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| Repetition | The repetition operator enables the tuple elements to be repeated multiple times. | T1\*2 = (1, 2, 3, 4, 5, 1, 2, 3, 4, 5) |
| Concatenation | It concatenates the tuple mentioned on either side of the operator. | T1+T2 = (1, 2, 3, 4, 5, 6, 7, 8, 9) |
| Membership | It returns true if a particular item exists in the tuple otherwise false | print (2 in T1) prints True. |
| Iteration | The for loop is used to iterate over the tuple elements. | for i in T1: print(i)**Output**12345 |
| Length | It is used to get the length of the tuple. | len(T1) = 5 |

## Gurpreet

## Python Tuple inbuilt functions

|  |  |  |
| --- | --- | --- |
| **SN** | **Function** | **Description** |
| 1 | cmp(tuple1, tuple2) | It compares two tuples and returns true if tuple1 is greater than tuple2 otherwise false. |
| 2 | len(tuple) | It calculates the length of the tuple. |
| 3 | max(tuple) | It returns the maximum element of the tuple |
| 4 | min(tuple) | It returns the minimum element of the tuple. |
|  |  |  |
| 5 | tuple(seq) | It converts the specified sequence to the tuple. |

## Where use tuple?

Using tuple instead of list is used in the following scenario.

1. Using tuple instead of list gives us a clear idea that tuple data is constant and must not be changed.

2. Tuple can simulate a dictionary without keys. Consider the following nested structure, which can be used as a dictionary.

1. [(101, "John", 22), (102, "Mike", 28), (103, "Dustin", 30)]

## List vs. Tuple

|  |  |  |
| --- | --- | --- |
| **SN** | **List** | **Tuple** |
| 1 | The literal syntax of list is shown by the []. | The literal syntax of the tuple is shown by the (). |
| 2 | The List is mutable. | The tuple is immutable. |
| 3 | The List has the a variable length. | The tuple has the fixed length. |
| 4 | The list provides more functionality than a tuple. | The tuple provides less functionality than the list. |
| 5 | The list is used in the scenario in which we need to store the simple collections with no constraints where the value of the items can be changed. | The tuple is used in the cases where we need to store the read-only collections i.e., the value of the items cannot be changed. It can be used as the key inside the dictionary. |
| 6 | The lists are less memory efficient than a tuple. | The tuples are more memory efficient because of its immutability. |

# Python Function

Functions are the most important aspect of an application. A function can be defined as the organized block of **reusable code**, which can be called whenever required.

Python allows us to divide a large program into the basic building blocks known as a function. The function contains the set of programming statements enclosed by {}. A function can be called multiple times to provide reusability and **modularity** to the Python program.

The Function helps to programmer to break the program into the smaller part. It organizes the code very effectively and avoids the repetition of the code. As the program grows, function makes the program more organized.

Python provide us various inbuilt functions like **range()** or **print()**. Although, the user can create its functions, which can be called user-defined functions.
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There are mainly two types of functions.

* **User-define functions** - The user-defined functions are those define by the **user** to perform the specific task.
* **Built-in functions** - The built-in functions are those functions that are **pre-defined** in Python.

In this tutorial, we will discuss the user define functions.

## Advantage of Functions in Python

There are the following advantages of Python functions.

* Using functions, we can avoid rewriting the same logic/code again and again in a program.
* We can call Python functions multiple times in a program and anywhere in a program.
* We can track a large Python program easily when it is divided into multiple functions.
* **Reusability** is the main achievement of Python functions.
* However, Function calling is always overhead in a Python program.

### Creating a Function

Python provides the **def** keyword to define the function. The syntax of the define function is given below.

**Syntax:**

1. **def** my\_function(parameters):
2. function\_block
3. **return** expression

Let's understand the syntax of functions definition.

* The **def** keyword, along with the function name is used to define the function.
* The identifier rule must follow the function name.
* A function accepts the parameter (argument), and they can be optional.
* The function block is started with the colon (:), and block statements must be at the same indentation.
* The **return** statement is used to return the value. A function can have only one **return**

### Function Calling

In Python, after the function is created, we can call it from another function. A function must be defined before the function call; otherwise, the Python interpreter gives an error. To call the function, use the function name followed by the parentheses.

Consider the following example of a simple example that prints the message "Hello World".

1. #function definition
2. **def** hello\_world():
3. **print**("hello world")
4. # function calling
5. hello\_world()

**Output:**

hello world

## The return statement

The return statement is used at the end of the function and returns the result of the function. It terminates the function execution and transfers the result where the function is called. The return statement cannot be used outside of the function.

**Syntax**

1. **return** [expression\_list]

It can contain the expression which gets evaluated and value is returned to the caller function. If the return statement has no expression or does not exist itself in the function then it returns the **None** object.

Consider the following example:

### Example 1

1. # Defining function
2. **def** sum():
3. a = 10
4. b = 20
5. c = a+b
6. **return** c
7. # calling sum() function in print statement
8. **print**("The sum is:",sum())

**Output:**

The sum is: 30

In the above code, we have defined the function named **sum,** and it has a statement **c = a+b,** which computes the given values, and the result is returned by the return statement to the caller function.

### Example 2 Creating function without return statement

1. # Defining function
2. **def** sum():
3. a = 10
4. b = 20
5. c = a+b
6. # calling sum() function in print statement
7. **print**(sum())

**Output:**

None

In the above code, we have defined the same function without the return statement as we can see that the **sum()** function returned the **None** object to the caller function.

## Arguments in function

The arguments are types of information which can be passed into the function. The arguments are specified in the parentheses. We can pass any number of arguments, but they must be separate them with a comma.

Consider the following example, which contains a function that accepts a string as the argument.

### Example 1

1. #defining the function
2. **def** func (name):
3. **print**("Hi ",name)
4. #calling the function
5. func("Devansh")

**Output:**

Hi Devansh

### Example 2

1. #Python function to calculate the sum of two variables
2. #defining the function
3. **def** sum (a,b):
4. **return** a+b;
6. #taking values from the user
7. a = int(input("Enter a: "))
8. b = int(input("Enter b: "))
10. #printing the sum of a and b
11. **print**("Sum = ",sum(a,b))

**Output:**

Enter a: 10Enter b: 20Sum = 30

## Call by reference in Python

In Python, call by reference means passing the actual value as an argument in the function. All the functions are called by reference, i.e., all the changes made to the reference inside the function revert back to the original value referred by the reference.

### Example 1 Passing Immutable Object (List)

1. #defining the function
2. **def** change\_list(list1):
3. list1.append(20)
4. list1.append(30)
5. **print**("list inside function = ",list1)
7. #defining the list
8. list1 = [10,30,40,50]
10. #calling the function
11. change\_list(list1)
12. **print**("list outside function = ",list1)

**Output:**

list inside function = [10, 30, 40, 50, 20, 30]list outside function = [10, 30, 40, 50, 20, 30]

## Example 2 Passing Mutable Object (String)

1. #defining the function
2. **def** change\_string (str):
3. str = str + " How are you "
4. **print**("printing the string inside function :",str)
6. string1 = "Hi I am there"
8. #calling the function
9. change\_string(string1)
11. **print**("printing the string outside function :",string1)

**Output:**

printing the string inside function : Hi I am there How are you printing the string outside function : Hi I am there

## Types of arguments

There may be several types of arguments which can be passed at the time of function call.

1. Required arguments
2. Keyword arguments
3. Default arguments
4. Variable-length arguments

### Required Arguments

Till now, we have learned about function calling in Python. However, we can provide the arguments at the time of the function call. As far as the required arguments are concerned, these are the arguments which are required to be passed at the time of function calling with the exact match of their positions in the function call and function definition. If either of the arguments is not provided in the function call, or the position of the arguments is changed, the Python interpreter will show the error.

Consider the following example.

**Example 1**

1. **def** func(name,str):
2. message = "Hi "+name
3. **return** message
4. name = input("Enter the name:")
5. **print**(func(name))

**Output:**

Enter the name: JohnHi John

**Example 2**

1. #the function simple\_interest accepts three arguments and returns the simple interest accordingly
2. **def** simple\_interest(p,t,r):
3. **return** (p\*t\*r)/100
4. p = float(input("Enter the principle amount? "))
5. r = float(input("Enter the rate of interest? "))
6. t = float(input("Enter the time in years? "))
7. **print**("Simple Interest: ",simple\_interest(p,r,t))

**Output:**

Enter the principle amount: 5000Enter the rate of interest: 5Enter the time in years: 3Simple Interest: 750.0

**Example 3**

1. #the function calculate returns the sum of two arguments a and b
2. **def** calculate(a,b):
3. **return** a+b
4. calculate(10) # this causes an error as we are missing a required arguments b.

**Output:**

TypeError: calculate() missing 1 required positional argument: 'b'

## Default Arguments

Python allows us to initialize the arguments at the function definition. If the value of any of the arguments is not provided at the time of function call, then that argument can be initialized with the value given in the definition even if the argument is not specified at the function call.

**Example 1**

1. **def** printme(name,age=22):
2. **print**("My name is",name,"and age is",age)
3. printme(name = "john")

**Output:**

My name is John and age is 22

**Example 2**

1. **def** printme(name,age=22):
2. **print**("My name is",name,"and age is",age)
3. printme(name = "john") #the variable age is not passed into the function however the default value of age is considered in the function
4. printme(age = 10,name="David") #the value of age is overwritten here, 10 will be printed as age

**Output:**

My name is john and age is 22My name is David and age is 10

### Variable-length Arguments (\*args)

In large projects, sometimes we may not know the number of arguments to be passed in advance. In such cases, Python provides us the flexibility to offer the comma-separated values which are internally treated as tuples at the function call. By using the variable-length arguments, we can pass any number of arguments.

However, at the function definition, we define the variable-length argument using the **\*args** (star) as \*<variable - name >.

Consider the following example.

**Example**

1. **def** printme(\*names):
2. **print**("type of passed argument is ",type(names))
3. **print**("printing the passed arguments...")
4. **for** name **in** names:
5. **print**(name)
6. printme("john","David","smith","nick")

**Output:**

type of passed argument is <class 'tuple'>printing the passed arguments...johnDavidsmithnick

In the above code, we passed **\*names** as variable-length argument. We called the function and passed values which are treated as tuple internally. The tuple is an iterable sequence the same as the list. To print the given values, we iterated **\*arg names** using for loop.

### Keyword arguments(\*\*kwargs)

Python allows us to call the function with the keyword arguments. This kind of function call will enable us to pass the arguments in the random order.

The **name of the arguments is treated as the keywords and matched in the function calling** and definition. If the same match is found, the values of the arguments are copied in the function definition.

Consider the following example.

**Example 1**

1. #function func is called with the name and message as the keyword arguments
2. **def** func(name,message):
3. **print**("printing the message with",name,"and ",message)
5. #name and message is copied with the values John and hello respectively
6. func(name = "John",message="hello")

**Output:**

printing the message with John and hello

**Example 2 providing the values in different order at the calling**

1. #The function simple\_interest(p, t, r) is called with the keyword arguments the order of arguments doesn't matter in this case
2. **def** simple\_interest(p,t,r):
3. **return** (p\*t\*r)/100
4. **print**("Simple Interest: ",simple\_interest(t=10,r=10,p=1900))

**Output:**

Simple Interest: 1900.0

If we provide the different name of arguments at the time of function call, an error will be thrown.

Consider the following example.

**Example 3**

1. #The function simple\_interest(p, t, r) is called with the keyword arguments.
2. **def** simple\_interest(p,t,r):
3. **return** (p\*t\*r)/100
5. # doesn't find the exact match of the name of the arguments (keywords)
6. **print**("Simple Interest: ",simple\_interest(time=10,rate=10,principle=1900))

**Output:**

TypeError: simple\_interest() got an unexpected keyword argument 'time'

The Python allows us to provide the mix of the required arguments and keyword arguments at the time of function call. However, the required argument must not be given after the keyword argument, i.e., once the keyword argument is encountered in the function call, the following arguments must also be the keyword arguments.

Consider the following example.

**Example 4**

1. **def** func(name1,message,name2):
2. **print**("printing the message with",name1,",",message,",and",name2)
3. #the first argument is not the keyword argument
4. func("John",message="hello",name2="David")

**Output:**

printing the message with John , hello ,and David

The following example will cause an error due to an in-proper mix of keyword and required arguments being passed in the function call.

**Example 5**

1. **def** func(name1,message,name2):
2. **print**("printing the message with",name1,",",message,",and",name2)
3. func("John",message="hello","David")

**Output:**

SyntaxError: positional argument follows keyword argument

Python provides the facility to pass the multiple keyword arguments which can be represented as **\*\*kwargs**. It is similar as the **\*args** but it stores the argument in the dictionary format.

This type of arguments is useful when we do not know the number of arguments in advance.

Consider the following example:

**Example 6: Many arguments using Keyword argument**

1. **def** food(\*\*kwargs):
2. **print**(kwargs)
3. food(a="Apple")
4. food(fruits="Orange", Vagitables="Carrot")

**Output:**

{'a': 'Apple'}{'fruits': 'Orange', 'Vagitables': 'Carrot'}

## Scope of variables

The scopes of the variables depend upon the location where the variable is being declared. The variable declared in one part of the program may not be accessible to the other parts.

In python, the variables are defined with the two types of scopes.

1. Global variables
2. Local variables

The variable defined outside any function is known to have a global scope, whereas the variable defined inside a function is known to have a local scope.

Consider the following example.

### Example 1 Local Variable

1. **def** print\_message():
2. message = "hello !! I am going to print a message." # the variable message is local to the function itself
3. **print**(message)
4. print\_message()
5. **print**(message) # this will cause an error since a local variable cannot be accessible here.

**Output:**

hello !! I am going to print a message. File "/root/PycharmProjects/PythonTest/Test1.py", line 5, in print(message)NameError: name 'message' is not defined

### Example 2 Global Variable

1. **def** calculate(\*args):
2. sum=0
3. **for** arg **in** args:
4. sum = sum +arg
5. **print**("The sum is",sum)
6. sum=0
7. calculate(10,20,30) #60 will be printed as the sum
8. **print**("Value of sum outside the function:",sum) # 0 will be printed Output:

**Output:**

The sum is 60Value of sum outside the function: 0

# Python Built-in Functions

The Python built-in functions are defined as the functions whose functionality is pre-defined in Python. The python interpreter has several functions that are always present for use. These functions are known as Built-in Functions. There are several built-in functions in Python which are listed below:

## Python abs() Function

The python **abs()** function is used to return the absolute value of a number. It takes only one argument, a number whose absolute value is to be returned. The argument can be an integer and floating-point number. If the argument is a complex number, then, abs() returns its magnitude.

**Python abs() Function Example**

1. # integer number
2. integer = -20
3. **print**('Absolute value of -40 is:', abs(integer))
5. # floating number
6. floating = -20.83
7. **print**('Absolute value of -40.83 is:', abs(floating))

**Output:**
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Absolute value of -20 is: 20Absolute value of -20.83 is: 20.83

## Python all() Function

The python **all()** function accepts an iterable object (such as list, dictionary, etc.). It returns true if all items in passed iterable are true. Otherwise, it returns False. If the iterable object is empty, the all() function returns True.

**Python all() Function Example**

1. # all values true
2. k = [1, 3, 4, 6]
3. **print**(all(k))
5. # all values false
6. k = [0, False]
7. **print**(all(k))
9. # one false value
10. k = [1, 3, 7, 0]
11. **print**(all(k))
13. # one true value
14. k = [0, False, 5]
15. **print**(all(k))
17. # empty iterable
18. k = []
19. **print**(all(k))

**Output:**

TrueFalseFalseFalseTrue

## Python bin() Function

The python **bin()** function is used to return the binary representation of a specified integer. A result always starts with the prefix 0b.

**Python bin() Function Example**

1. x = 10
2. y = bin(x)
3. **print** (y)

**Output:**

0b1010

## Python bool()

The python **bool()** converts a value to boolean(True or False) using the standard truth testing procedure.

**Python bool() Example**

1. test1 = []
2. **print**(test1,'is',bool(test1))
3. test1 = [0]
4. **print**(test1,'is',bool(test1))
5. test1 = 0.0
6. **print**(test1,'is',bool(test1))
7. test1 = None
8. **print**(test1,'is',bool(test1))
9. test1 = True
10. **print**(test1,'is',bool(test1))
11. test1 = 'Easy string'
12. **print**(test1,'is',bool(test1))

**Output:**

[] is False[0] is True0.0 is FalseNone is FalseTrue is TrueEasy string is True

## Python bytes()

The python **bytes()** in Python is used for returning a **bytes** object. It is an immutable version of the bytearray() function.

It can create empty bytes object of the specified size.

**Python bytes() Example**

1. string = "Hello World."
2. array = bytes(string, 'utf-8')
3. **print**(array)

**Output:**

b ' Hello World.'

## Python callable() Function

A python **callable()** function in Python is something that can be called. This built-in function checks and returns true if the object passed appears to be callable, otherwise false.

**Python callable() Function Example**

1. x = 8
2. **print**(callable(x))

**Output:**

## Python compile() Function

The python **compile()** function takes source code as input and returns a code object which can later be executed by exec() function.

**Python compile() Function Example**

1. # compile string source to code
2. code\_str = 'x=5\ny=10\nprint("sum =",x+y)'
3. code = compile(code\_str, 'sum.py', 'exec')
4. **print**(type(code))
5. **exec**(code)
6. **exec**(x)

**Output:**

<class 'code'>sum = 15

## Python exec() Function

The python **exec()** function is used for the dynamic execution of Python program which can either be a string or object code and it accepts large blocks of code, unlike the eval() function which only accepts a single expression.

**Python exec() Function Example**

1. x = 8
2. **exec**('print(x==8)')
3. **exec**('print(x+4)')

**Output:**

True12

## Python sum() Function

As the name says, python **sum()** function is used to get the sum of numbers of an iterable, i.e., list.

**Python sum() Function Example**

1. s = sum([1, 2,4 ])
2. **print**(s)
4. s = sum([1, 2, 4], 10)
5. **print**(s)

**Output:**

717

## Python any() Function

The python **any()** function returns true if any item in an iterable is true. Otherwise, it returns False.

**Python any() Function Example**

1. l = [4, 3, 2, 0]
2. **print**(any(l))
4. l = [0, False]
5. **print**(any(l))
7. l = [0, False, 5]
8. **print**(any(l))
10. l = []
11. **print**(any(l))

**Output:**

TrueFalseTrueFalse

## Python ascii() Function

The python **ascii()** function returns a string containing a printable representation of an object and escapes the non-ASCII characters in the string using \x, \u or \U escapes.

**Python ascii() Function Example**

1. normalText = 'Python is interesting'
2. **print**(ascii(normalText))
4. otherText = 'Pythön is interesting'
5. **print**(ascii(otherText))
7. **print**('Pyth\xf6n is interesting')

**Output:**

'Python is interesting''Pyth\xf6n is interesting'Pythön is interesting

## Python bytearray()

The python **bytearray()** returns a bytearray object and can convert objects into bytearray objects, or create an empty bytearray object of the specified size.

**Python bytearray() Example**

1. string = "Python is a programming language."
3. # string with encoding 'utf-8'
4. arr = bytearray(string, 'utf-8')
5. **print**(arr)

**Output:**

bytearray(b'Python is a programming language.')

## Python eval() Function

The python **eval()** function parses the expression passed to it and runs python expression(code) within the program.

**Python eval() Function Example**

1. x = 8
2. **print**(eval('x + 1'))

**Output:**

9

## Python float()

The python **float()** function returns a floating-point number from a number or string.

**Python float() Example**

1. # for integers
2. **print**(float(9))
4. # for floats
5. **print**(float(8.19))
7. # for string floats
8. **print**(float("-24.27"))
10. # for string floats with whitespaces
11. **print**(float(" -17.19\n"))
13. # string float error
14. **print**(float("xyz"))

**Output:**

9.08.19-24.27-17.19ValueError: could not convert string to float: 'xyz'

## Python format() Function

The python **format()** function returns a formatted representation of the given value.

**Python format() Function Example**

1. # d, f and b are a type
3. # integer
4. **print**(format(123, "d"))
6. # float arguments
7. **print**(format(123.4567898, "f"))
9. # binary format
10. **print**(format(12, "b"))

**Output:**

123123.4567901100

## Python frozenset()

The python **frozenset()** function returns an immutable frozenset object initialized with elements from the given iterable.

**Python frozenset() Example**

1. # tuple of letters
2. letters = ('m', 'r', 'o', 't', 's')
4. fSet = frozenset(letters)
5. **print**('Frozen set is:', fSet)
6. **print**('Empty frozen set is:', frozenset())

**Output:**

Frozen set is: frozenset({'o', 'm', 's', 'r', 't'})Empty frozen set is: frozenset()

## Python getattr() Function

The python **getattr()** function returns the value of a named attribute of an object. If it is not found, it returns the default value.

**Python getattr() Function Example**

1. **class** Details:
2. age = 22
3. name = "Phill"
5. details = Details()
6. **print**('The age is:', getattr(details, "age"))
7. **print**('The age is:', details.age)

**Output:**

The age is: 22The age is: 22

Practice Problems For Functions

Q1. Write a Python function to sum all the numbers in a list

Q2. Write a Python program to reverse a string.

Q3. Write a Python function to calculate the factorial of a number (a non-negative integer). The function accepts the number as an argument

Q4 Write a Python function that takes a list and returns a new list with unique elements of the first list.

Q5. Write a Python program to print the even numbers from a given list

# Python Dictionary

Python Dictionary is used to store the data in a key-value pair format. The dictionary is the data type in Python, which can simulate the real-life data arrangement where some specific value exists for some particular key. It is the mutable data-structure. The dictionary is defined into element Keys and values.

* Keys must be a single element
* Value can be any type such as list, tuple, integer, etc.

In other words, we can say that a dictionary is the collection of key-value pairs where the value can be any Python object. In contrast, the keys are the immutable Python object, i.e., Numbers, string, or tuple.

## Creating the dictionary

The dictionary can be created by using multiple key-value pairs enclosed with the curly brackets {}, and each key is separated from its value by the colon (:).The syntax to define the dictionary is given below.

**Syntax:**

1. Dict = {"Name": "Tom", "Age": 22}

In the above dictionary **Dict**, The keys **Name** and **Age** are the string that is an immutable object.

Let's see an example to create a dictionary and print its content.

1. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
2. **print**(type(Employee))
3. **print**("printing Employee data .... ")
4. **print**(Employee)

**Output**

<class 'dict'>Printing Employee data .... {'Name': 'John', 'Age': 29, 'salary': 25000, 'Company': 'GOOGLE'}

Python provides the built-in function **dict()** method which is also used to create dictionary. The empty curly braces {} is used to create empty dictionary.

1. # Creating an empty Dictionary
2. Dict = {}
3. **print**("Empty Dictionary: ")
4. **print**(Dict)
6. # Creating a Dictionary
7. # with dict() method
8. Dict = dict({1: 'Java', 2: 'T', 3:'Point'})
9. **print**("\nCreate Dictionary by using dict(): ")
10. **print**(Dict)
12. # Creating a Dictionary
13. # with each item as a Pair
14. Dict = dict([(1, 'Devansh'), (2, 'Sharma')])
15. **print**("\nDictionary with each item as a pair: ")
16. **print**(Dict)

**Output:**

Empty Dictionary: {}Create Dictionary by using dict(): {1: 'Java', 2: 'T', 3: 'Point'}Dictionary with each item as a pair: {1: 'Devansh', 2: 'Sharma'}

## Accessing the dictionary values

We have discussed how the data can be accessed in the list and tuple by using the indexing.

However, the values can be accessed in the dictionary by using the keys as keys are unique in the dictionary.

The dictionary values can be accessed in the following way.

1. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
2. **print**(type(Employee))
3. **print**("printing Employee data .... ")
4. **print**("Name : %s" %Employee["Name"])
5. **print**("Age : %d" %Employee["Age"])
6. **print**("Salary : %d" %Employee["salary"])
7. **print**("Company : %s" %Employee["Company"])

**Output:**

<class 'dict'>printing Employee data .... Name : JohnAge : 29Salary : 25000Company : GOOGLE

Python provides us with an alternative to use the get() method to access the dictionary values. It would give the same result as given by the indexing.

## Adding dictionary values

The dictionary is a mutable data type, and its values can be updated by using the specific keys. The value can be updated along with key **Dict[key] = value**. The update() method is also used to update an existing value.

Note: If the key-value already present in the dictionary, the value gets updated. Otherwise, the new keys added in the dictionary.

Let's see an example to update the dictionary values.

**Example - 1:**

1. # Creating an empty Dictionary
2. Dict = {}
3. **print**("Empty Dictionary: ")
4. **print**(Dict)
6. # Adding elements to dictionary one at a time
7. Dict[0] = 'Peter'
8. Dict[2] = 'Joseph'
9. Dict[3] = 'Ricky'
10. **print**("\nDictionary after adding 3 elements: ")
11. **print**(Dict)
13. # Adding set of values
14. # with a single Key
15. # The Emp\_ages doesn't exist to dictionary
16. Dict['Emp\_ages'] = 20, 33, 24
17. **print**("\nDictionary after adding 3 elements: ")
18. **print**(Dict)
20. # Updating existing Key's Value
21. Dict[3] = 'JavaTpoint'
22. **print**("\nUpdated key value: ")
23. **print**(Dict)

**Output:**

Empty Dictionary: {}Dictionary after adding 3 elements: {0: 'Peter', 2: 'Joseph', 3: 'Ricky'}Dictionary after adding 3 elements: {0: 'Peter', 2: 'Joseph', 3: 'Ricky', 'Emp\_ages': (20, 33, 24)}Updated key value: {0: 'Peter', 2: 'Joseph', 3: 'JavaTpoint', 'Emp\_ages': (20, 33, 24)}

**Example - 2:**

1. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
2. **print**(type(Employee))
3. **print**("printing Employee data .... ")
4. **print**(Employee)
5. **print**("Enter the details of the new employee....");
6. Employee["Name"] = input("Name: ");
7. Employee["Age"] = int(input("Age: "));
8. Employee["salary"] = int(input("Salary: "));
9. Employee["Company"] = input("Company:");
10. **print**("printing the new data");
11. **print**(Employee)

**Output:**

Empty Dictionary: {}Dictionary after adding 3 elements: {0: 'Peter', 2: 'Joseph', 3: 'Ricky'}Dictionary after adding 3 elements: {0: 'Peter', 2: 'Joseph', 3: 'Ricky', 'Emp\_ages': (20, 33, 24)}Updated key value: {0: 'Peter', 2: 'Joseph', 3: 'JavaTpoint', 'Emp\_ages': (20, 33, 24)}

## Deleting elements using del keyword

The items of the dictionary can be deleted by using the **del** keyword as given below.

1. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
2. **print**(type(Employee))
3. **print**("printing Employee data .... ")
4. **print**(Employee)
5. **print**("Deleting some of the employee data")
6. **del** Employee["Name"]
7. **del** Employee["Company"]
8. **print**("printing the modified information ")
9. **print**(Employee)
10. **print**("Deleting the dictionary: Employee");
11. **del** Employee
12. **print**("Lets try to print it again ");
13. **print**(Employee)

**Output:**

<class 'dict'>printing Employee data .... {'Name': 'John', 'Age': 29, 'salary': 25000, 'Company': 'GOOGLE'}Deleting some of the employee dataprinting the modified information {'Age': 29, 'salary': 25000}Deleting the dictionary: EmployeeLets try to print it again NameError: name 'Employee' is not defined

The last print statement in the above code, it raised an error because we tried to print the Employee dictionary that already deleted.

* **Using pop() method**

The **pop()** method accepts the key as an argument and remove the associated value. Consider the following example.

1. # Creating a Dictionary
2. Dict = {1: 'JavaTpoint', 2: 'Peter', 3: 'Thomas'}
3. # Deleting a key
4. # using pop() method
5. pop\_ele = Dict.pop(3)
6. **print**(Dict)

**Output:**

{1: 'JavaTpoint', 2: 'Peter'}

Python also provides a built-in methods popitem() and clear() method for remove elements from the dictionary. The popitem() removes the arbitrary element from a dictionary, whereas the clear() method removes all elements to the whole dictionary.

## Iterating Dictionary

A dictionary can be iterated using for loop as given below.

### Example 1

**# for loop to print all the keys of a dictionary**

1. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
2. **for** x **in** Employee:
3. **print**(x)

**Output:**

NameAgesalaryCompany

### Example 2

**#for loop to print all the values of the dictionary**

1. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
2. **for** x **in** Employee:
3. **print**(Employee[x])

**Output:**

John2925000GOOGLE

### Example - 3

**#for loop to print the values of the dictionary by using values() method.**

1. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
2. **for** x **in** Employee.values():
3. **print**(x)

**Output:**

John2925000GOOGLE

### Example 4

**#for loop to print the items of the dictionary by using items() method.**

1. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
2. **for** x **in** Employee.items():
3. **print**(x)

**Output:**

('Name', 'John')('Age', 29)('salary', 25000)('Company', 'GOOGLE')

## Properties of Dictionary keys

1. In the dictionary, we cannot store multiple values for the same keys. If we pass more than one value for a single key, then the value which is last assigned is considered as the value of the key.

Consider the following example.

1. Employee={"Name":"John","Age":29,"Salary":25000,"Company":"GOOGLE","Name":"John"}
2. **for** x,y **in** Employee.items():
3. **print**(x,y)

**Output:**

Name JohnAge 29Salary 25000Company GOOGLE

2. In python, the key cannot be any mutable object. We can use numbers, strings, or tuples as the key, but we cannot use any mutable object like the list as the key in the dictionary.

Consider the following example.

1. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE",[100,201,301]:"Department ID"}
2. **for** x,y **in** Employee.items():
3. **print**(x,y)

**Output:**

Traceback (most recent call last): File "dictionary.py", line 1, in Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE",[100,201,301]:"Department ID"}TypeError: unhashable type: 'list'

## Built-in Dictionary functions

The built-in python dictionary methods along with the description are given below.

|  |  |  |
| --- | --- | --- |
| **SN** | **Function** | **Description** |
| 1 | cmp(dict1, dict2) | It compares the items of both the dictionary and returns true if the first dictionary values are greater than the second dictionary, otherwise it returns false. |
| 2 | len(dict) | It is used to calculate the length of the dictionary. |
| 3 | str(dict) | It converts the dictionary into the printable string representation. |
| 4 | type(variable) | It is used to print the type of the passed variable. |

## Built-in Dictionary methods

The built-in python dictionary methods along with the description are given below.

|  |  |  |
| --- | --- | --- |
| **SN** | **Method** | **Description** |
| 1 | [dic.clear()](https://www.javatpoint.com/python-dictionary-clear-method) | It is used to delete all the items of the dictionary. |
| 2 | [dict.copy()](https://www.javatpoint.com/python-dictionary-copy-method) | It returns a shallow copy of the dictionary. |
| 3 | [dict.fromkeys(iterable, value = None, /)](https://www.javatpoint.com/python-dictionary-fromkeys-method) | Create a new dictionary from the iterable with the values equal to value. |
| 4 | [dict.get(key, default = "None")](https://www.javatpoint.com/python-dictionary-get-method) | It is used to get the value specified for the passed key. |
| 5 | dict.has\_key(key) | It returns true if the dictionary contains the specified key. |
| 6 | [dict.items()](https://www.javatpoint.com/python-dictionary-items-method) | It returns all the key-value pairs as a tuple. |
| 7 | [dict.keys()](https://www.javatpoint.com/python-dictionary-keys-method) | It returns all the keys of the dictionary. |
| 8 | [dict.setdefault(key,default= "None")](https://www.javatpoint.com/python-dictionary-setdefault-method) | It is used to set the key to the default value if the key is not specified in the dictionary |
| 9 | [dict.update(dict2)](https://www.javatpoint.com/python-dictionary-update-method) | It updates the dictionary by adding the key-value pair of dict2 to this dictionary. |
| 10 | [dict.values()](https://www.javatpoint.com/python-dictionary-values-method) | It returns all the values of the dictionary. |
| 11 | [len()](https://www.javatpoint.com/python-dictionary-len-method) |  |
| 12 | [popItem()](https://www.javatpoint.com/python-dictionary-popitem-method) |  |
| 13 | [pop()](https://www.javatpoint.com/python-dictionary-pop-method) |  |
| 14 | [count()](https://www.javatpoint.com/python-dictionary-count-method) |  |
| 15 | [index()](https://www.javatpoint.com/python-dictionary-index-method) |  |

# Python Dictionary

Python Dictionary is used to store the data in a key-value pair format. The dictionary is the data type in Python, which can simulate the real-life data arrangement where some specific value exists for some particular key. It is the mutable data-structure. The dictionary is defined into element Keys and values.

* Keys must be a single element
* Value can be any type such as list, tuple, integer, etc.

In other words, we can say that a dictionary is the collection of key-value pairs where the value can be any Python object. In contrast, the keys are the immutable Python object, i.e., Numbers, string, or tuple.

## Creating the dictionary

The dictionary can be created by using multiple key-value pairs enclosed with the curly brackets {}, and each key is separated from its value by the colon (:).The syntax to define the dictionary is given below.

**Syntax:**
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1. Dict = {"Name": "Tom", "Age": 22}

In the above dictionary **Dict**, The keys **Name** and **Age** are the string that is an immutable object.

Let's see an example to create a dictionary and print its content.

1. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
2. **print**(type(Employee))
3. **print**("printing Employee data .... ")
4. **print**(Employee)

**Output**

<class 'dict'>Printing Employee data .... {'Name': 'John', 'Age': 29, 'salary': 25000, 'Company': 'GOOGLE'}

Python provides the built-in function **dict()** method which is also used to create dictionary. The empty curly braces {} is used to create empty dictionary.

1. # Creating an empty Dictionary
2. Dict = {}
3. **print**("Empty Dictionary: ")
4. **print**(Dict)
6. # Creating a Dictionary
7. # with dict() method
8. Dict = dict({1: 'Java', 2: 'T', 3:'Point'})
9. **print**("\nCreate Dictionary by using dict(): ")
10. **print**(Dict)
12. # Creating a Dictionary
13. # with each item as a Pair
14. Dict = dict([(1, 'Devansh'), (2, 'Sharma')])
15. **print**("\nDictionary with each item as a pair: ")
16. **print**(Dict)

**Output:**

Empty Dictionary: {}Create Dictionary by using dict(): {1: 'Java', 2: 'T', 3: 'Point'}Dictionary with each item as a pair: {1: 'Devansh', 2: 'Sharma'}

## Accessing the dictionary values

We have discussed how the data can be accessed in the list and tuple by using the indexing.

However, the values can be accessed in the dictionary by using the keys as keys are unique in the dictionary.

The dictionary values can be accessed in the following way.

1. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
2. **print**(type(Employee))
3. **print**("printing Employee data .... ")
4. **print**("Name : %s" %Employee["Name"])
5. **print**("Age : %d" %Employee["Age"])
6. **print**("Salary : %d" %Employee["salary"])
7. **print**("Company : %s" %Employee["Company"])

**Output:**

<class 'dict'>printing Employee data .... Name : JohnAge : 29Salary : 25000Company : GOOGLE

Python provides us with an alternative to use the get() method to access the dictionary values. It would give the same result as given by the indexing.

## Adding dictionary values

The dictionary is a mutable data type, and its values can be updated by using the specific keys. The value can be updated along with key **Dict[key] = value**. The update() method is also used to update an existing value.

Note: If the key-value already present in the dictionary, the value gets updated. Otherwise, the new keys added in the dictionary.

Let's see an example to update the dictionary values.

**Example - 1:**

1. # Creating an empty Dictionary
2. Dict = {}
3. **print**("Empty Dictionary: ")
4. **print**(Dict)
6. # Adding elements to dictionary one at a time
7. Dict[0] = 'Peter'
8. Dict[2] = 'Joseph'
9. Dict[3] = 'Ricky'
10. **print**("\nDictionary after adding 3 elements: ")
11. **print**(Dict)
13. # Adding set of values
14. # with a single Key
15. # The Emp\_ages doesn't exist to dictionary
16. Dict['Emp\_ages'] = 20, 33, 24
17. **print**("\nDictionary after adding 3 elements: ")
18. **print**(Dict)
20. # Updating existing Key's Value
21. Dict[3] = 'JavaTpoint'
22. **print**("\nUpdated key value: ")
23. **print**(Dict)

**Output:**

Empty Dictionary: {}Dictionary after adding 3 elements: {0: 'Peter', 2: 'Joseph', 3: 'Ricky'}Dictionary after adding 3 elements: {0: 'Peter', 2: 'Joseph', 3: 'Ricky', 'Emp\_ages': (20, 33, 24)}Updated key value: {0: 'Peter', 2: 'Joseph', 3: 'JavaTpoint', 'Emp\_ages': (20, 33, 24)}

**Example - 2:**

1. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
2. **print**(type(Employee))
3. **print**("printing Employee data .... ")
4. **print**(Employee)
5. **print**("Enter the details of the new employee....");
6. Employee["Name"] = input("Name: ");
7. Employee["Age"] = int(input("Age: "));
8. Employee["salary"] = int(input("Salary: "));
9. Employee["Company"] = input("Company:");
10. **print**("printing the new data");
11. **print**(Employee)

**Output:**

Empty Dictionary: {}Dictionary after adding 3 elements: {0: 'Peter', 2: 'Joseph', 3: 'Ricky'}Dictionary after adding 3 elements: {0: 'Peter', 2: 'Joseph', 3: 'Ricky', 'Emp\_ages': (20, 33, 24)}Updated key value: {0: 'Peter', 2: 'Joseph', 3: 'JavaTpoint', 'Emp\_ages': (20, 33, 24)}

## Deleting elements using del keyword

The items of the dictionary can be deleted by using the **del** keyword as given below.

1. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
2. **print**(type(Employee))
3. **print**("printing Employee data .... ")
4. **print**(Employee)
5. **print**("Deleting some of the employee data")
6. **del** Employee["Name"]
7. **del** Employee["Company"]
8. **print**("printing the modified information ")
9. **print**(Employee)
10. **print**("Deleting the dictionary: Employee");
11. **del** Employee
12. **print**("Lets try to print it again ");
13. **print**(Employee)

**Output:**

<class 'dict'>printing Employee data .... {'Name': 'John', 'Age': 29, 'salary': 25000, 'Company': 'GOOGLE'}Deleting some of the employee dataprinting the modified information {'Age': 29, 'salary': 25000}Deleting the dictionary: EmployeeLets try to print it again NameError: name 'Employee' is not defined

The last print statement in the above code, it raised an error because we tried to print the Employee dictionary that already deleted.

* **Using pop() method**

The **pop()** method accepts the key as an argument and remove the associated value. Consider the following example.

1. # Creating a Dictionary
2. Dict = {1: 'JavaTpoint', 2: 'Peter', 3: 'Thomas'}
3. # Deleting a key
4. # using pop() method
5. pop\_ele = Dict.pop(3)
6. **print**(Dict)

**Output:**

{1: 'JavaTpoint', 2: 'Peter'}

Python also provides a built-in methods popitem() and clear() method for remove elements from the dictionary. The popitem() removes the arbitrary element from a dictionary, whereas the clear() method removes all elements to the whole dictionary.

## Iterating Dictionary

A dictionary can be iterated using for loop as given below.

### Example 1

**# for loop to print all the keys of a dictionary**

1. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
2. **for** x **in** Employee:
3. **print**(x)

**Output:**

NameAgesalaryCompany

### Example 2

**#for loop to print all the values of the dictionary**

1. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
2. **for** x **in** Employee:
3. **print**(Employee[x])

**Output:**

John2925000GOOGLE

### Example - 3

**#for loop to print the values of the dictionary by using values() method.**

1. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
2. **for** x **in** Employee.values():
3. **print**(x)

**Output:**

John2925000GOOGLE

### Example 4

**#for loop to print the items of the dictionary by using items() method.**

1. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE"}
2. **for** x **in** Employee.items():
3. **print**(x)

**Output:**

('Name', 'John')('Age', 29)('salary', 25000)('Company', 'GOOGLE')

## Properties of Dictionary keys

1. In the dictionary, we cannot store multiple values for the same keys. If we pass more than one value for a single key, then the value which is last assigned is considered as the value of the key.

Consider the following example.

1. Employee={"Name":"John","Age":29,"Salary":25000,"Company":"GOOGLE","Name":"John"}
2. **for** x,y **in** Employee.items():
3. **print**(x,y)

**Output:**

Name JohnAge 29Salary 25000Company GOOGLE

2. In python, the key cannot be any mutable object. We can use numbers, strings, or tuples as the key, but we cannot use any mutable object like the list as the key in the dictionary.

Consider the following example.

1. Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE",[100,201,301]:"Department ID"}
2. **for** x,y **in** Employee.items():
3. **print**(x,y)

**Output:**

Traceback (most recent call last): File "dictionary.py", line 1, in Employee = {"Name": "John", "Age": 29, "salary":25000,"Company":"GOOGLE",[100,201,301]:"Department ID"}TypeError: unhashable type: 'list'

## Built-in Dictionary functions

The built-in python dictionary methods along with the description are given below.

|  |  |  |
| --- | --- | --- |
| **SN** | **Function** | **Description** |
| 1 | cmp(dict1, dict2) | It compares the items of both the dictionary and returns true if the first dictionary values are greater than the second dictionary, otherwise it returns false. |
| 2 | len(dict) | It is used to calculate the length of the dictionary. |
| 3 | str(dict) | It converts the dictionary into the printable string representation. |
| 4 | type(variable) | It is used to print the type of the passed variable. |

## Built-in Dictionary methods

The built-in python dictionary methods along with the description are given below.

|  |  |  |
| --- | --- | --- |
| **SN** | **Method** | **Description** |
| 1 | [dic.clear()](https://www.javatpoint.com/python-dictionary-clear-method) | It is used to delete all the items of the dictionary. |
| 2 | [dict.copy()](https://www.javatpoint.com/python-dictionary-copy-method) | It returns a shallow copy of the dictionary. |
| 3 | [dict.fromkeys(iterable, value = None, /)](https://www.javatpoint.com/python-dictionary-fromkeys-method) | Create a new dictionary from the iterable with the values equal to value. |
| 4 | [dict.get(key, default = "None")](https://www.javatpoint.com/python-dictionary-get-method) | It is used to get the value specified for the passed key. |
| 5 | dict.has\_key(key) | It returns true if the dictionary contains the specified key. |
| 6 | [dict.items()](https://www.javatpoint.com/python-dictionary-items-method) | It returns all the key-value pairs as a tuple. |
| 7 | [dict.keys()](https://www.javatpoint.com/python-dictionary-keys-method) | It returns all the keys of the dictionary. |
| 8 | [dict.setdefault(key,default= "None")](https://www.javatpoint.com/python-dictionary-setdefault-method) | It is used to set the key to the default value if the key is not specified in the dictionary |
| 9 | [dict.update(dict2)](https://www.javatpoint.com/python-dictionary-update-method) | It updates the dictionary by adding the key-value pair of dict2 to this dictionary. |
| 10 | [dict.values()](https://www.javatpoint.com/python-dictionary-values-method) | It returns all the values of the dictionary. |
| 11 | [len()](https://www.javatpoint.com/python-dictionary-len-method) |  |
| 12 | [popItem()](https://www.javatpoint.com/python-dictionary-popitem-method) |  |
| 13 | [pop()](https://www.javatpoint.com/python-dictionary-pop-method) |  |
| 14 | [count()](https://www.javatpoint.com/python-dictionary-count-method) |  |
| 15 | [index()](https://www.javatpoint.com/python-dictionary-index-method) |  |